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1
METHOD AND ARCHITECTURE FOR
PROVIDING DATA-CHANGE ALERTS TO
EXTERNAL APPLICATIONS VIA A PUSH
SERVICE

FIELD OF THE INVENTION

The present invention relates to data systems in general,
and a method and system for providing data alerts to
applications external to data systems using a push service in
particular.

BACKGROUND INFORMATION

In a typical data system, such as an enterprise data system,
a various users operating client machines (i.e., clients) may
be concurrently connected to one or more data system
application servers to access data in one or more shared
databases via corresponding data system “middleware”
applications. These client connections may comprise a local
area network (LAN) or wide area network (WAN) connec-
tion, or a Web-based connection, wherein a Web client may
access the data system via the Internet. Generally, the
various users of the data system are enabled to access (e.g.,
read, insert, update, and/or delete) data stored in the
database(s) via the middleware applications in connection
with appropriate client-side software. The net result is that
data in the data system database(s) are constantly changing.

In many instances, the data in the database(s) will be used
by more than one data system application. For example, a
common set of data hosted by a data system may be used to
support a Customer Relationship Management (CRM)
application, a Sales application, an Employee Relationship
Management (ERM) application, a Human Resources (HR)
application, a billing application, etc. Generally, these appli-
cations may run in a middleware layer, or may run as an
external third-party application that accesses the data in the
data system via an application program interface (API)
provided by the data system that is designed for such
purposes. The effect of sharing a common set of data across
applications is that changes made via one of the applications
may affect data used by another application. Under this
scenario, it may be desired to alert the other application(s)
that the data has changed. In other instances in which only
a single application provides access to the database (or a
particular set of data hosted by the database), changes to the
database may changes in which the use of similar alert
would be advantageous.

Typically, such alert conditions may be handled at the
database level or at the middleware level. For example, most
databases used for large-scale data systems provide “trigger”
mechanisms that enable predefined operations to be auto-
matically performed in response to a triggering event, such
as before insert, update and delete, and after insert, update,
and delete triggers common to SQL-based RDBMS data-
bases. Each trigger includes logic and operations defined by
corresponding trigger code that are executed in response to
the triggering event in a manner similar to executing code in
a stored procedure. Typically, the trigger code will be used
to automatically modify data in one or more other tables,
perform an integrity check of the data being inserted (that
can’t be handled by the database’s built-in integrity check
mechanisms), and/or call one or more stored procedures to
perform trigger-handling operations. In addition, in some
database environments, the trigger and/or stored procedure
may invoke a method used by software components external
from the database software components, such as a middle-
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ware application. For example, some database servers allow
triggers to invoke Java methods in middleware applications.
In this way, the middleware application may be informed of
the triggering event directly via the database trigger. In
addition, alert conditions may be handled via the middle-
ware application. Since some middleware applications pro-
vide an abstracted mechanism for accessing the database,
developers of these applications can define triggering events
and how they are handled through operations and logic
defined by pre-written middleware software code.

Although there are mechanisms for informing middle-
ware applications of triggering events, and defining and
handling triggering events via middleware applications,
there presently is no efficient mechanism for either enabling
developers of external “third-party” applications to define
triggering events at the database or middleware level with-
out modifying the database or existing middleware soft-
ware), or informing the external third-party applications of
such triggering events. Since these are external applications
are developed by third-party developers (i.e., developers
who did not design the middleware data system application),
they generally are not allowed direct access to the database
schema, which is required to write database triggers, or to
the middleware software code. Therefore, there is no way
developers of the third-party applications can generate their
own triggering events at the database layer or the middle-
ware layer. As a result, in order to determine if various data
system data have changed, the third-party application must
use a “pull” mechanism, such as a data system query. This
is very inefficient, as it causes significant overhead for both
the third-party application and the data system.

SUMMARY OF THE INVENTION

A method and corresponding software architecture for
providing data-change alerts corresponding to data changes
in a data system to external (of the data system) applications.
A user interface is provided to enable a user to identify user
interface (UI) objects corresponding to a user interface of an
application used to access the data system to provide data-
change alert support for. For example, the data system user
interface corresponds to a user interface that users would use
to access data in the data system via a typical computer
client (e.g., thin-client, Web-client, etc.) connection to the
data system. In one embodiment, the user interface com-
prises a hierarchy of screens, views, applets (i.e., forms),
columns, and fields. Based on the alert-enabled UI objects,
data-change alert triggers are generated to monitor for
data-change events (e.g., inserts, updates, and deletes) that
cause changes to data in the data system corresponding to
those alert-enabled Ul objects. For example, an update may
cause changes to underlying data corresponding to one or
more fields on a given applet. In response to such data
change-events, appropriate data-change alert triggers are
executed to initiate generation of data-change alerts that
include data pertaining to the data values that have been
changed. The data-change alerts are then pushed to the
external application using an outbound service, such as an
HTTP service or a messaging queue service.

BRIEF DESCRIPTION OF THE DRAWINGS

The foregoing aspects and many of the attendant advan-
tages of this invention will become more readily appreciated
as the same becomes better understood by reference to the
following detailed description, when taken in conjunction
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with the accompanying drawings, wherein like reference
numerals refer to like parts throughout the various views
unless otherwise specified:

FIG. 1 is a schematic block diagram illustrating a distrib-
uted software architecture for providing data-change alerts
(corresponding to data changes made to a data system) from
the data system to external applications via a push service in
accordance with one embodiment of the invention;

FIG. 2 is a block schematic diagram illustrating a multi-
layer software architecture used by an embodiment of the
data system shown in FIG. 1;

FIG. 3 is a block schematic diagram illustrating further
details of the multi-layer software architecture of FIG. 2;

FIG. 4 is a block schematic diagram illustrating further
details of various object manager objects in accordance with
the multi-layer software architecture;

FIG. 5 is a block schematic diagram illustrating further
details of a business component as used in the multi-layer
software architecture;

FIG. 6 is a block schematic diagram illustrating details of
a metadata builder component in accordance with one
embodiment of the invention that is used to generate a
computer user interface by which a user is enabled to select
user interface (UI) objects of a data system application user
interface to alert-enable;

FIG. 7 is a flowchart illustrating the operations and logic
performed by one embodiment of the invention when gen-
erating data pertaining to the computer user interface and
generating data-change alert triggers (comprising alert busi-
ness processes);

FIG. 8 is a code listing corresponding to an exemplary
portion of a repository file from which metadata are
extracted to build an application representation of the appli-
cation user interface;

FIG. 9 is a block diagram illustrating the user interface
(UD) hierarchy of a user interface that enables access to an
enterprise data system in accordance with one embodiment
of the invention;

FIG. 10 is a representation of an exemplary user interface
corresponding to a Sales Accounts view provided by an
exemplary data system application;

FIG. 11 shows a portion of an application representation
that corresponds to the Sales Accounts view of FIG. 12,
along with corresponding alert subscription data;

FIG. 12 is a representation of a graphical user interface
window that enables an administrator to select UI objects to
provide data-change alert support for that is produced in
accordance with the flowchart of FIG. 7 and the software
architecture of FIG. 6;

FIG. 13 is a combination block schematic diagram and
flow diagram illustrating further details of the distribute
software architecture of FIG. 1 and illustrating various
operations performed by software components of the soft-
ware architecture in response to a data-change event;

FIG. 14 is a representation of a portion of a computer user
interface via which configuration information may be
defined; and

FIG. 15 is a schematic diagram illustrating various com-
ponents of an exemplary computer server system that may
be used for the various computer servers in distributed
software architectures of FIGS. 1 and 13.

DETAILED DESCRIPTION OF PREFERRED
EMBODIMENTS

A method and distributed software architecture for pro-
viding data-change alerts via a push service in response to

25

30

35

40

45

65

4

third-party defined triggering events are described in detail
herein. In the following description, numerous specific
details are disclosed, such as exemplary software and system
architectures, to provide a thorough understanding of
embodiments of the invention. One skilled in the relevant art
will recognize, however, that the invention can be practiced
without one or more of the specific details, or with other
methods, components, etc. In other instances, well-known
structures or operations are not shown or described in detail
to avoid obscuring aspects of various embodiments of the
invention.

Reference throughout this specification to “one embodi-
ment” or “an embodiment” means that a particular feature,
structure, or characteristic described in connection with the
embodiment is included in at least one embodiment of the
present invention. Thus, the appearances of the phrases “in
one embodiment” or “in an embodiment” in various places
throughout this specification are not necessarily all referring
to the same embodiment. Furthermore, the particular fea-
tures, structures, or characteristics may be combined in any
suitable manner in one or more embodiments.

A high-level view of a distributed software architecture 10
in accordance with one embodiment of the invention is
shown in FIG. 1. As illustrated, the architecture comprises a
well-known n-tier configuration, including a database tier or
layer 12, an application server tier or layer 14 (also known
as the middleware tier or layer), and a client tier or layer 16.
Collectively, the various software and hardware components
corresponding to database tier 12 and application server tier
14 comprise an enterprise data system 18.

In general, the software components corresponding to
each tier will be run by one or more separate machines
corresponding to that tier. For example, database server
software running on a database server 20 is used to host a
database 22 that contains various data stored by enterprise
data system 18. Similarly, various application software
components and modules corresponding to application
server tier 14 are run on one or more application servers 24.
In one embodiment, the n-tier architecture further includes
a Web server tier 26 that enables Web clients 28 to access
enterprise data system 18.

In accordance with an aspect of the invention, software
components corresponding to application server tier 14
enable developers of external third-party applications 30 to
select various user interface (UI) objects 32 pertaining to
one or more data system applications 34 running in appli-
cation layer 14 to “alert-enable” via a reference or third-
party graphical user interface (GUI) 36. The software com-
ponents are used to automatically generate data-change alert
triggers corresponding to the alert-enabled Ul objects (em-
bodied as alert business processes), and generate data-
change alerts 38 that are pushed (i.e., automatically sent) to
third party applications 30 in response to any database
access events that cause the data-change alert triggers to be
triggered. These software components include a metadata
builder 40, alert business processes 42, an alert business
service 44, an XML converter 46, an HTTP outbound
business service 48 and a messaging queue business service
50.

In accordance with one embodiment of the architecture,
third-party applications 30 running on an application server
31 are enabled to submit data to and receive data from
enterprise data system 18 via a “mobile connector” appli-
cation program interface (API) 52. In general, various types
of API’s may be employed in addition to the mobile con-
nector API described herein. Under the mobile connector
API, incoming and outgoing data are sent as extended
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markup language (XML) documents over (generally) over
an applicable network(s) via Web server 26 using the HTTP
(hypertext transport protocol) or the HTTPS (HTTP
secured) protocol, or via a Siebel® COM (component object
model) or Java interface 56. On the application server side,
a Web engine 58 including an XML interface 60 enables
access to database 22 via an object manager 76, as described
below in further detail.

Typically, the enterprise data system will provide various
means to access the data that it stores, such as client
connections, as will be understood by those skilled in the
database/data system arts. Ideally, it is desired to enable
third-party applications access to the enterprise data system
in a manner that is substantially transparent to the data
system. In one embodiment, each connection provided by
the mobile connector appears to the enterprise data system
as a “normal” client connection, and as such, does not
require any changes to the core software components that
support the enterprise data system.

In one embodiment, software corresponding to core soft-
ware components that control normal operations of enter-
prise data system 18 (i.e., operations involving interaction
with the enterprise data system) can be logically structured
as a multi-layered architecture 70, as shown in FIG. 2. In one
embodiment, the logical multi-layered architecture provides
a platform for common services 72 to support various
applications that implement the architecture. These services
may be logically partitioned into a user interface layer 74, an
object manager layer 76, and a data manager layer 78.

In one embodiment, user interface layer 74 provides the
screens, views, and applets that make up various user
interfaces that are rendered on client machines that connect
to the enterprise data system via a computer-network-based
client connection to enable users of those client machines to
interact with the enterprise data system. Generally, user
interface layer 74 may be configured to support various
types of clients, including traditional connected clients,
remote clients, thin clients over an Intranet, Java thin clients
on non-Windows-based operating systems, and Web clients
over the Internet, etc. These clients are collectively repre-
sented as thin client 75 in the figures herein.

Object manager layer 76 is designed to manage one or
more sets of business rules or business concepts associated
with one or more applications and to provide the interface
between user interface layer 74 and data manager layer 78.
In one embodiment, the business rules or concepts can be
represented as business objects. In one embodiment, the
business objects may be designed as configurable software
representations of the various business rules or concepts
applicable to the data services provided by embodiments of
the invention, as explained below in further detail.

Data manager layer 78 is designed to maintain logical
views of underlying data stored in one or more databases
22-n (e.g., database 22) corresponding to a data storage layer
84, while allowing the object manager to function indepen-
dently of the underlying data structures or tables in which
data are stored. In one embodiment, the data manager
provides certain database query functions, such as genera-
tion of structure query language (SQL) in real time to access
the data. In one embodiment, data manager 88 is designed to
operate on object definitions 86 stored in a repository file 88
corresponding to a database schema used to implement the
data model for the system, as described in further detail
below. Generally, the data manager layer is designed to
handle the interactions with one or more specific target
databases and provide the interface between the data man-
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ager and those databases, via either generic (e.g., Open
Database Connectivity (ODBC)) or native (e.g., OCI) data-
base interface protocols.

FIG. 3 shows a block diagram illustrating another logical
representation of a multi-layered architecture corresponding
to the core operations of the enterprise data system. Again,
the multi-layered architecture as illustrated in FIG. 3 pro-
vides the platform for various common services designed
and configured to support the various core operations pro-
vided by the enterprise data system. In one embodiment,
these various services include a presentation services layer
90 corresponding to services provided by an applet manager
and user interface 92, an application services layer 94
corresponding to services provided by object manager layer
76 and data manager layer 78, and a data services layer 76
corresponding to services provided by database 22.

In one embodiment, presentation services 90 may be
designed and configured to support various types of clients
and may provide them with user interface screens, views and
applets. In one embodiment, application services 94 may
include business logic services and database interaction
services. In one embodiment, business logic services pro-
vide the class and behaviors of business objects and business
components implemented by the application services. In one
embodiment, database interaction services may be designed
and configured to take the user interface (UI) request for data
from a business component and generate the appropriate
database commands (e.g., SQL queries, etc.) to satisfy the
request. For example, the data interaction services may be
used to translate a call for data into RDBMS-specific SQL
statements.

A multi-layer architecture illustrating the relationships
between business objects, business components, and data-
base tables is shown in FIG. 4. A business object 100 sitting
at the top layer passes various data access requests to
business components 102-1, 102-2, and 102-3 to retrieve
data pertaining to the business object from a database 22.
For example, business object 100 may pertain to a contact
object and business components 102-1, 102-2, and 102-3 are
used to access data in a database 22 pertaining to contacts.

In one aspect, business components are objects that span
data from one or more physical database tables and calcu-
lated values by referencing a base table and explicitly
joining and linking other tables, including intersection
tables, as depicted by tables 110-1 and 110-2, each of which
include a plurality of records 112. Each business component
contains information for mapping to various data stored in
those tables. More specifically, these mappings are between
a requested object, such as a subject, and information
pertaining to that object that are stored in the database
table(s) to which the business component corresponds. In
one embodiment, database schema information stored in
repository file 88 is used by the business components in
determining their table mappings.

A block diagram of a logical structure of a business
component in accordance with one embodiment of the
present invention is shown in FIG. 5. Each business com-
ponent (e.g., 102-1, 102-2, and 102-3) may include a set of
properties 115 that pertain to the respective business com-
ponent (e.g., NAME, which specifies the logical name of the
business component, TABLE NAME, which specifies the
actual name of the underlying table, etc.). A business com-
ponent also includes a set of fields 116, each of which may
have a set of associated attributes or properties 118. For
example, a field may include a NAME property that iden-
tifies the name of the field, a COLUMN NAME property
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that identifies the column of the underlying table to which
the respective field is mapped, etc.

The reference or third-party GUI 36 in combination with
metadata builder 40 enables third party developer or admin-
istrators to select which screens, views, applets, columns,
and controls/fields to request alert service subscription for.
Further details of metadata builder 40 are shown in FIG. 6.
At the core of the metadata builder is a metadata builder
engine 120, which includes a parser 122, and an extractor
124. Additional components include an XML builder 126
and an alert builder 128. In one embodiment, metadata
builder 40 may be implemented as a business service that is
managed by object manager 76.

With reference to FIG. 7, the process for selecting which
UT objects to alert-enable and for generating corresponding
alert business processes begins in a block 300 in which the
third-party user (e.g., an administrator) opens reference or
third-party GUI 36, initiates the alert-enable process, and
selects an application the administrator would like to pro-
vide data-change alert support for. Generally, the adminis-
trator will be presented with a user interface such as a dialog
box or web page (both not shown) that enables the user to
select an application to alert-enable from among one or more
data system applications 34 that are supported by the enter-
prise data system.

Upon selection of the application, selection data 130
identifying the selected application is passed to metadata
builder engine 120, which then invokes extractor 124 to
traverse repository file 88 and extract metadata correspond-
ing to the selected application’s Ul objects and definitions in
a block 302. As described above, the repository file contains
object definitions for the various objects corresponding to all
of the applications in the enterprise data system, stored as
metadata in a compiled format. Included in these object
definitions are user interface object definitions and their
relationships. An exemplary portion of a repository file is
shown in FIG. 8. (It is noted that in one embodiment the
repository file is actually stored in a compiled format rather
than the ASCII text format shown in FIG. 8, which is used
in the figure for clarity.)

In one embodiment, the user interface objects have a
hierarchical relationship, as shown in FIG. 9, wherein the
top level of the hierarchy corresponds to the entire enterprise
data system, as depicted by an enterprise data system block
150. Each enterprise data system will include one or more
applications 152, with each application 152 including a
plurality of screen 154. In turn, each screen will include one
or more views 156, with each view including one or more
applets 158. Finally, each applet will include a plurality of
columns and/or fields/controls 160, with each column cor-
responding to column in a list applet each field/control
typically comprising an edit control on an entry applet (i.e.,
detail form) that is either mapped to a column in a database
table or a list of values that are either predefined, or
generated at run-time based on current data in the enterprise
data system.

A rendered user interface 170 that graphically depicts the
UT object hierarchy of FIG. 9 is shown in FIG. 10. User
interface 170 includes a screen bar 171 corresponding to
screens 154 that enable a user to select a screen the user
desires to view. For example, in the illustrated user interface
these screens include a “Home” screen 172, an “Opportu-
nities” screen 174, and “Accounts” screen 176, a “Contacts”
screen 178, an “Activities” Screen 180, a “Calendar” screen
182, a “Quotes” screen 184, a “Forecasts” screen 186, and
a “Revenues” Screen 188. Activation of the tab having the
screen name causes the application to render the selected
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screen and navigate the user to the application “domain”
corresponding to the selected screen.

As discussed above, each screen includes one or more
applets. Under common user interface terminology, applets
would generally fall into the “form” category. Applets
generally have two formats: list applets and form or detail
applets. A list applet contains a tabular list of data including
multiple rows and data columns similar to that shown in an
Account list applet 190. A form or detail applet typically
includes a plurality of fields containing data pertaining to a
particular “record,” wherein the record will often correspond
to a selected row in an accompanying list applet. For
example, an Account entry applet 192 includes a “Name”
field 194, and “Address Line 1” field 196, and “Address Line
2” field 198, a “Zip” field 200, a “Main Phone #” field 202,
a “City” field 204, a “State” field 206, a “County” field 208,
an “Account Type” filed 210, a “Status” filed 212, an
“Industries” field 214, a “Territories” field 216, and
“Account Team” field 218 and a “Parent” field 220. Gener-
ally, each field will have a corresponding edit control, which
typically will comprise an edit box or a dropdown control
from which a user may select from a predetermined list of
values. In some instances, a dialog picklist control 222 may
also be provided that enables a user to select from list of
options via a dialog box that is populated with the list using
a run-time query.

In many instances, applets may be linked via a parent-
child type relationship. For example, Account list applet 190
is a parent of Account entry applet 192, which includes a
plurality of tabs 224 to enable a user to enter or view
information specific to the name on each tab and the
currently selected account record. For example, the currently
selected account is “A & W Gifts and Flowers,” and a user
could enter information concerning contacts for this account
by activating a “Contacts” tab 226, which would bring up a
Contacts form including a plurality of fields pertaining to
contact information (not shown).

Returning to the flowchart of FIG. 7, in a block 304 parser
122 builds an application representation comprising an
internal representation of the selected application’s screens,
views, applets, columns, and fields/controls based on the
corresponding user interface object definition metadata that
were extracted in block 302, as depicted by application
representation 132. In one embodiment, the application
representation comprises a hierarchical tree structure of the
object definitions extracted by the extractor. In exemplary
application representation occupies the left-hand portion of
FIG. 11. Each node in the hierarchical tree stores data
corresponding to a respective application representation
object. The respective object may be an application object,
screen object, view object, applet object, etc. Nodes corre-
sponding to various Ul objects in FIG. 10 share the same
root reference number in both FIGS. 10 and 11, wherein an
appended “A” is added to the reference number in FIG. 11.
After getting the object definition from the extractor, the
parser will convert the object to an application representa-
tion object and store it in a node of the hierarchical tree
structure. This is repeated for all objects until the tree is
filled.

Next, in a block 306 metadata builder engine 120 invokes
XML builder 126 to build an XML data tree 134 corre-
sponding to application representation 132, and returns the
XML data tree to reference or third-party GUI 36 in a block
308. To perform this operation, the XML builder traverses
the hierarchical tree and builds an XML representation for it.
The reference or third-party GUI parses the XML data tree
and renders a selection tree 136 in a window or frame similar
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to that shown in FIG. 12. In general, the selection tree will
have a hierarchy similar to the user interface hierarchy of the
application, as defined by application representation 132.

The reason for using the name “reference or third-party”
GUI is that the GUI can either be a GUI supplied by the data
system vendor (the “reference” GUI), or a customized GUI
developed by the third party. In one embodiment, the ref-
erence GUI comprises a plurality of ASP (Active Server
Page) web pages that use an ActiveX data control to get
access to the metadata builder. In this embodiment, the ASP
creates the ActiveX control, gains access to the metadata
builder, starts the XML extraction to get the XML object
definition, renders the HTML for the reference GUI, returns
subscription XML data for UI components to provide data-
change alert support for, triggers the creation of alert busi-
ness processes, and allows loading and saving existing
subscriptions, as depicted by a block 137 and subscription
data document 138. In one embodiment, the ActiveX Data-
Control is used to create selection tree 136, wherein the
ActiveX DataControl enables the window to have function-
ality similar to the Microsoft Windows Explorer file man-
agement tool. For example, objects corresponding to
screens, views and applets are displayed with adjacent file
icons, including open file icons 140 and closed file icons
141, while column and field/control objects are displayed
with adjacent document icons 142. Additionally, activation
of an expansion control 143 causes data pertaining to a
closed folder to be expanded, while activating a collapse
control 144 causes data corresponding to an opened folder to
be collapsed (i.e., removed from view).

As shown in FIG. 12, a “Subscribe for Alert” checkbox
145 is displayed below each opened screen, view, applet,
and column/field/control object. Accordingly, in a block
312, the administrator selects appropriate checkboxes to
identify which views, applets, and columns/fields/controls
the administrator would like to provide data-change alert
support for. Subscription data 146 pertaining to the selected
UT objects and checked options are then submitted back to
metadata builder engine 120 in a block 314 along with a
request to provide data-change alert support for the selected
UT objects. An exemplary set of subscription data is shown
in the right-hand portion of FIG. 11.

In cases in which a customized third-party GUI is used,
data pertaining to XML tree 134 will be extracted to build
the GUI. Preferably, the third-party GUI will present the user
with selectable indicia corresponding to respective Ul
objects in a manner similar to that described above for the
reference GUI. Furthermore, the third-party GUI also needs
to generate subscription data compatible with subscription
data 146.

In addition to the Web-based reference or third party GUIL,
a GUI with similar features and operations may be presented
to users that are connected to the data system via a dedicated
or thin-client connection. For example, such a GUI may be
generated using common development languages, such as
C++ or Java. This optional GUI is depicted in FIG. 1 as
reference or third party GUI 36A.

In a block 316, the metadata builder engine invokes alert
builder 128 to create alert business processes 42 based on
application representation 132 and subscription data 146.
The alert business processes are used at run-time to invoke
alert business service 44 to generate appropriate data-change
alerts 38 in response to data-change trigger events defined
by the alert business processes. In one embodiment, the alert
business processes operate in a manner similar to a database
trigger, wherein one or more predefined operations are
performed in response to a triggering event defined by one
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of the alert business processes. However, in contrast to a
database trigger, the alert business processes operate in the
middleware layer, and therefore do not require changes to
the database schema (In most RDBMS databases, triggers
are considered part of the schema rather than add-on com-
ponents.) Furthermore, the architecture disclosed herein
performs its operations in a manner that is transparent to the
normal operations of the data system.

The process is completed in a block 318, wherein selected
alert business processes are imported (i.e., loaded) into the
object manager. In one embodiment, three separate alert
business processes (and corresponding files), respectively
corresponding to insert, update, and delete event triggers, are
created for each alert-enabled view in the application. In one
embodiment, the alert business processes are written in a
matter corresponding to a Siebel®) enterprise data system
software component, and may be selectably loaded using
Siebel® tools. By selecting which alert business process
files to import, the administrator can choose what type of
data-change alert support is provided. For instance, the
administrator may not want to provide data-change alerts
corresponding to the insertion of new data (i.e., insert
events). Accordingly, the administrator will not load the alert
business process files corresponding to insert events.

With reference to FIG. 13, the following operations are
performed in response to data system data changes corre-
sponding to Ul objects that are alert-enabled. First a user of
either Web client 28, thin client 75, or third-party application
30 (via a third-party application client 230) submits a data
change to enterprise data system 18. In the case of the Web
client, the change is submitted to Web engine 58 via Web
server 26, as illustrated by respective paths 1 and 2. In the
case of third-party application client 230, the change is
submitted via mobile connector 46 (see FIG. 1). For thin
clients 75, the change is made through use of a client-side
thin client interface 232 and a corresponding server-side thin
client interface 234.

In general, the data change will correspond to either an
insert, update, or a delete event. As shown by paths 3, the
change is submitted to object manager 76. Upon receiving
the change, the object manager submits the change to
database 22 via an appropriate business component. At
substantially the same time, an applicable trigger event will
be generated if the change corresponds to an alert-enabled
UT object, as defined by that UI object’s corresponding alert
business process. In one embodiment, alert business pro-
cesses 42 monitor business components 102-z to determine
whether the data change results in any changes to any
alert-enabled fields, whereby such conditions may be
detected by monitoring changes to the business components’
fields.

In response to a triggering event, an appropriate alert
business process calls alert business service 44 and sends
data values corresponding to the change to the business
service. As discussed above, the data change may corre-
spond to an insert, update, or delete event. In the case of an
insert event, new data corresponding to multiple fields are
entered into database 22. Accordingly, the data values sent
to alert business service 44 comprise the various new values
for these fields. In the case of a delete event, the values
pertaining to various fields for a given object (e.g., row in a
list form) are deleted. Accordingly, the data values sent to
the alert business service comprise the various deleted
values. In the case of an update event, data pertaining to one
or more fields may be changed. In this instance, in one
embodiment, only those values pertaining to the fields that
have changed (both the old and new values) are sent to alert
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business service 44. In another embodiment, all of the values
pertaining to the fields’ parent object (e.g., values pertaining
to all of the fields of an applet that includes the changed
fields) are sent to the alert business service.

Upon being called and receiving the changed data values,
the alert business service calls XML converter 46 to convert
the values into an XML document 236. If applicable, mul-
tiple XML documents are then merged into a single XML
document. The XML document is then submitted to HT'TP
outbound business service 48 or outbound messaging ser-
vice 50. In general, outbound messaging service 50 com-
prises a standard messaging service, such as the messaging
services provided by Microsoft (MSMQ), IBM, and various
other platform OS vendors. The outbound business service
then “pushes” the alert in the form of the XML document to
third-party application 30. The third-party application may
then parse the XML document to extract the data-change
values.

Another aspect of the architecture concerns a configura-
tion mechanism that enables administrators and the like to
define configuration parameters for a particular implemen-
tation. For example, such configuration parameters may
pertain to data-change alert destinations, worktflow defini-
tions, and other implementation parameters. In one embodi-
ment, the configuration mechanism is based on a configu-
ration file containing a plurality of sections and key-value
pairs. Each section pertains to a particular object, which is
followed by one or more key-value pairs that correspond to
the parameters defined for that object.

In connection with the configuration file is a user-inter-
face by which an administrator may define configurable
objects and their respective parameters. For instance, an
exemplary configuration file user interface 250 is shown in
FIG. 14. Configuration file UI 250 includes is divided into
sections that map to corresponding sections in the configu-
ration file. Each section includes a section header corre-
sponding to a respective object for which configuration
parameters are defined. A section header edit box 252 is
provided for entry of data identifying the object being
configured. Following the section header edit box is a set of
key value parameters that are respectively entered via key
edit boxes 254n and value edit boxes 256n.

An exemplary set of configuration information used for
defining a queue (i.e., destination) to which data-change
alerts are pushed is shown at the top of configuration file Ul
250. The configuration object, “EAI MSMQ Transport,” is
entered in edit box 252a. The first key-value pair shown in
edit boxes 254a and 256a, “MsmqPhysicalQueueNAME”
and “private$\jayates1,” is used to specify the name of the
destination queue. The second key-value pair shown in edit
boxes 2546 and 2565, “MsmqQueueMachineName” and
“jsriniva04,” is used to specity the machine (e.g., server)
that hosts the queue.

The next section of configuration file UI 250 pertains to
data-change alert workflow parameters, as defined by the
“SMC Alert” value entered in edit box 2525. In this section,
each key-value pair corresponds to a workflow identifier
(e.g., name) and a corresponding XML document containing
instructions for performing that workflow. For example, edit
boxes 254d and 2564 respectively contain a workflow name
of “WorkflowDelete” and a value of “SMCAlert-Dele-
texml,” which defines configuration parameters that indi-
cate that the SMCAlert-Delete.xml document is used for the
workflow for data-change alerts relating to deleted data.
Exemplary Computer Server for Use with Embodiments of
the Invention
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With reference to FIG. 15, a generally conventional
computer server 400 is illustrated, which is suitable for use
in connection with practicing the present invention. For
example, computer server 400 may be used for running the
application server software modules and components dis-
cussed above, such as metadata builder 40, alert business
processes 42, object manager 76, Web engine 58, and alert
business service 44, etc. The same or preferably a separate
computer server of similar architecture may be used to host
database 22. Similarly, the same or a separate computer
server of similar architecture may be used for Web server 26.
Examples of computer systems that may be suitable for
these purposes include stand-alone and enterprise-class
servers operating UNIX-based and LINUX-based operating
systems, as well as servers running the Windows NT or
Windows 2000 Server operating systems.

Computer server 400 includes a chassis 402 in which is
mounted a motherboard 404 populated with appropriate
integrated circuits, including one or more processors 406
and memory (e.g., DIMMs or SIMMs) 408, as is generally
well known to those of ordinary skill in the art. A monitor
410 is included for displaying graphics and text generated by
software programs and program modules that are run by the
computer server. A mouse 412 (or other pointing device)
may be connected to a serial port (or to a bus port or USB
port) on the rear of chassis 402, and signals from mouse 412
are conveyed to the motherboard to control a cursor on the
display and to select text, menu options, and graphic com-
ponents displayed on monitor 410 by software programs and
modules executing on the computer. In addition, a keyboard
414 is coupled to the motherboard for user entry of text and
commands that affect the running of software programs
executing on the computer. Computer server 400 also
includes a network interface card (NIC) 416, or equivalent
circuitry built into the motherboard to enable the server to
send and receive data via a network 418.

File system storage corresponding to the invention may be
implemented via a plurality of hard disks 420 that are stored
internally within chassis 402, and/or via a plurality of hard
disks that are stored in an external disk array 422 that may
be accessed via a SCSI card 424 or equivalent SCSI circuitry
built into the motherboard. Optionally, disk array 422 may
be accessed using a Fibre Channel link using an appropriate
Fibre Channel interface card (not shown) or built-in cir-
cuitry.

Computer server 400 generally may include a compact
disk-read only memory (CD-ROM) drive 426 into which a
CD-ROM disk may be inserted so that executable files and
data on the disk can be read for transfer into memory 408
and/or into storage on hard disk 420. Similarly, a floppy
drive 428 may be provided for such purposes. Other mass
memory storage devices such as an optical recorded medium
or DVD drive may also be included. The machine instruc-
tions comprising the software components that cause pro-
cessor(s) 406 to implement the operations of the present
invention that have been discussed above will typically be
distributed on floppy disks 430 or CD-ROMs 432 (or other
memory media) and stored in one or more hard disks 420
until loaded into memory 408 for execution by processor(s)
406. Optionally, the machine instructions may be loaded via
network 418 as a carrier wave file.

Thus, embodiments of this invention may be used as or to
support a software program executed upon some form of
processing core (such as the CPU of a computer) or other-
wise implemented or realized upon or within a machine-
readable medium. A machine-readable medium includes any
mechanism for storing or transmitting information in a form
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readable by a machine (e.g., a computer). For example, a
machine-readable medium can include such as a read only
memory (ROM); a random access memory (RAM); a mag-
netic disk storage media; an optical storage media; and a
flash memory device, etc. In addition, a machine-readable
medium can include propagated signals such as electrical,
optical, acoustical or other form of propagated signals (e.g.,
carrier waves, infrared signals, digital signals, etc.).

The above description of illustrated embodiments of the
invention, including what is described in the Abstract, is not
intended to be exhaustive or to limit the invention to the
precise forms disclosed. While specific embodiments of, and
examples for, the invention are described herein for illus-
trative purposes, various equivalent modifications are pos-
sible within the scope of the invention, as those skilled in the
relevant art will recognize.

These modifications can be made to the invention in light
of the above detailed description. The terms used in the
following claims should not be construed to limit the inven-
tion to the specific embodiments disclosed in the specifica-
tion and the claims. Rather, the scope of the invention is to
be determined entirely by the following claims, which are to
be construed in accordance with established doctrines of
claim interpretation.

What is claimed is:
1. A method comprising:
receiving, at an enterprise data system comprising a data
storage system, a selection of one or more user inter-
face (UI) objects, wherein
data identifying the one or more selected Ul objects is
received from a data system application of a first
type,
the one or more Ul objects correspond to elements of
an application user interface that a data system
application of a second type is configured to display
during operation,
data system applications of the second type are
designed with a capability to be updated in response
to data change events in the data storage system via
database triggers or existing middleware logic,
data system applications of the first type require updat-
ing in response to data change events in the data
storage system, but are not designed with a capabil-
ity to be updated in response to data change events
via the database triggers or the existing middleware
logic,
each of the application of the first type and the appli-
cation of the second type is configured to access and
use data stored in the data storage system,
the application of the first type and application of the
second type are configured to share the data stored in
the data storage system, and
the one or more Ul objects are selected from an alert
subscription Ul presented by the application of the
first type;
storing metadata corresponding to the application of the
second type, wherein
the metadata comprises object definitions for the plu-
rality of UI objects including a hierarchical position
of each of the plurality of UI objects;
processing the metadata to build an application represen-
tation comprising an internal representation of the
application of the second type, including data identi-
fying the hierarchical position of the each of the
plurality of UI objects;
alert-enabling the one or more Ul objects;

10

15

20

25

30

35

40

45

50

55

60

65

14

receiving, from the application of the first type, a selection
of the application of the second type, wherein
the selection of the application of the second type is
made from among multiple applications of the sec-
ond type, and
the selection of the application of the second type is
made through the alert subscription UI;

extracting, from a repository file, the metadata corre-

sponding to the application of the second type;

in response to receiving the selection of the one or more

UT objects, creating subscription data identifying the
one or more Ul objects;

creating one or more alert business processes correspond-

ing to the application representation and the subscrip-

tion data identifying the one or more Ul objects;
creating one or more alert business processes correspond-

ing to the application representation and the subscrip-

tion data, wherein the alert business processes are

configured to

define data-change trigger events, and

generate data-change alerts in response to the data-

change trigger events;
receiving a data change submission from a user of the
enterprise data system, at the enterprise data system;
implementing, in the data storage system, a data change
corresponding to the data change submission;
determining whether the data change corresponding to the
data change submission affects at least one of the one
or more Ul objects; and

if the data change affects at least one of the one or more

UT objects, alerting the application of the first type of

the data change, wherein

the alerting comprises pushing a data-change alert
comprising one or more data-change values to the
application of the first type, and

the data-change alert is configured to allow extraction
of the one or more data-change values by the appli-
cation of the first type.

2. The method of claim 1, wherein the determining
comprises:

in response to receiving the data change submission,

automatically monitoring for changes to alert-enabled
fields corresponding to the one or more Ul objects.

3. The method of claim 2, wherein the alert-enabled fields
are associated with business components that are executed in
an application server tier of an n-tier distributed software
architecture.

4. The method of claim 1, wherein the data-change alert
comprises an eXtended Markup Language (XML) docu-
ment.

5. The method of claim 1, wherein the application of the
first type is alerted in response to the data being changed by
a user of the application of the first type.

6. The method of claim 1, wherein the one or more Ul
objects include objects pertaining to screens, views, applets,
columns, and fields in the user interface that the application
of'the second type is configured to display during operation.

7. The method of claim 1, wherein

the data-change alert is sent in response to a data update

event, and

the data-change alert comprises before update data and

after update data corresponding to applicable one or
more Ul objects.

8. The method of claim 1, wherein

the data-change alert is sent in response to a data deletion

event, and
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the data-change alert comprises data that existed prior to
being deleted by the data deletion event corresponding
to applicable one or more Ul objects.

9. The method of claim 1, wherein

the data-change alert is sent in response to a data insert

event, and

the data-change alert comprises data inserted in connec-

tion with entry of new data corresponding to applicable
one or more Ul objects.

10. The method of claim 1, wherein the receiving, the
alert-enabling, and the alerting are performed in a manner
that is transparent to normal data processing system opera-
tions.

11. The method of claim 1, further comprising:

enabling a user of the application of the first type to

specify a destination to which data-change alerts are
sent.

12. The method of claim 1, wherein the application of the
first type is external to the enterprise data system.

13. The method of claim 1, wherein the application of the
first type comprises an application developed by an entity
other than the vendor of the enterprise data system.

14. The method of claim 1, further comprising:

translating metadata corresponding to the application user

interface into data corresponding to the alert subscrip-

tion user interface, wherein the alert subscription user

interface comprises

icons corresponding to Ul objects associated with spe-
cific features of the application user interface, and

a user entry area associated with each icon, wherein the
user entry area is configured to accept a selection of
the corresponding Ul object.

15. The method of claim 1, wherein a plurality of appli-
cations of the second type are configured to share the data
stored in the data storage system.

16. A method comprising:

providing to an alert subscription user interface (UI)

indicia pertaining to a plurality of user interface (UI)

objects, wherein

the plurality of UI objects correspond to elements of an
application user interface that a data system appli-
cation of a second type is configured to display
during operation,

an enterprise data system comprises a data storage
system, the application of the second type and a data
system application of a first type are configured to
access and use data stored in the data storage system

the application of the second type and the application of
the first type are configured to share the data stored
in the data storage system,

the indicia are adapted to be presented by the alert
subscription Ul as a hierarchical tree corresponding
to a hierarchical relationship of the plurality of Ul
objects corresponding to elements of the application
user interface displayed by the application of the
second type during operation,

the alert subscription Ul is further configured to be
presented by the application of the first type,

data system applications of the second type are
designed with a capability to be updated in response
to data change events in the data storage system via
database triggers or existing middleware logic, and

data system applications of the first type require updat-
ing in response to data change events but are not
designed with a capability to be alerted to data
change events via the database triggers or the exist-
ing middleware logic;
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storing metadata corresponding to the application of the
second type, wherein
the metadata comprises object definitions for the plu-
rality of UI objects including a hierarchical position
of each of the plurality of UI objects;

processing the metadata to build an application represen-

tation comprising an internal representation of the
application of the second type, including data identi-
fying the hierarchical position of the each of the
plurality of UI objects;

rendering the hierarchical tree to provide a visual repre-

sentation of the application representation;

receiving a selection of the one or more Ul objects from

the application of the first type;

alert-enabling the one or more Ul objects;

receiving, from the application of the first type, a selection

of the application of the second type, wherein

the selection of the application of the second type is
made from among multiple applications of the sec-
ond type, and

the selection of the application of the second type is
made through the alert subscription UI;

extracting, from a repository file, the metadata corre-

sponding to the application of the second type;

in response to receiving the selection of the one or more

UT objects, creating subscription data identifying the
one or more Ul objects;

creating one or more alert business processes correspond-

ing to the application representation and the subscrip-

tion data, wherein the alert business processes are

configured to

define data-change trigger events, and

generate data-change alerts in response to the data-
change trigger events;

receiving a data change submission from a user of the

enterprise data system, at the enterprise data system;
implementing, in the data storage system, a data change
corresponding to the data change submission;
determining whether the data change corresponding to the
data change submission affects at least one of the one
or more Ul objects; and

if the data change affects at least one of the one or more

UT objects, alerting the application of the first type of

the data change, wherein

the alerting comprises pushing a data-change alert
comprising one or more data-change values to the
application of the first type, and

the data-change alert is configured to allow extraction
of the one or more data-change values by the appli-
cation of the first type.

17. The method of claim 16, wherein selected levels in the
hierarchical tree may be expanded or collapsed in response
to a user input.

18. The method of claim 16, wherein the application
representation comprises an XML tree, further comprising:

sending the XML tree to a browser operating on a client

machine that is linked in communication with the
enterprise data system; and

rendering the hierarchical tree via the browser.

19. The method of claim 16, wherein the alert subscription
Ul is generated by:

building an application representation comprising an

internal representation of the application of the second
type, including data identifying a hierarchical position
of each of the plurality of UI objects; and

rendering the alert subscription Ul based on data extracted

from the application representation.
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20. The method of claim 19, wherein

the alert subscription UI that is rendered is included as
part of the application of the first type, and

the alert subscription Ul is generated based on the appli-
cation representation passed from the data processing
system to the application of the first type.

21. The method of claim 16, wherein:

the data system applications of the first type are third-

party applications;

the application of the second type and the application of

18

to be updated in response to data change events via
the database triggers or the existing middleware
logic;
storing metadata corresponding to the application of the
second type, wherein
the metadata comprises object definitions for the plurality
of UI objects including a hierarchical position of each
of the plurality of Ul objects;
processing the metadata to build an application represen-

the alert subscription Ul is configured to allow the one or 10 tation comprising an internal representation of the
more Ul objects to be selected; application of the second type, including data identi-
the alert-enabling facilitates monitoring the enterprise fying the hierarchical position of the each of the
data system for data change events; plurality of UI objects;
the pushing of the data change alert comprises using a |,  rendering the hierarchical tree to provide a visual repre-
message queuing service or a Hypertext Transport sentation of the application representation;
Protocol (HTTP) service; receiving a selection of the one or more Ul objects from
the one or more alert business processes operate in a the application of the first type;
middleware layer of the enterprise data system; alert-enabling the one or more Ul objects;
the one or more alert business processes do not require 70  receiving, from the application of the first type, a selection
changes to a database scheme of the data storage of the application of the second type, wherein
system; and the selection of the application of the second type is
the data-change alert comprises an XML, document. made from among multiple applications of the sec-
22. A non-transitory machine readable medium having ond type, and
instructions stored thereon, which when executed by a 25 the selection of the application of the second type is
processor perform the method comprising: made through the alert subscription UI;
generating data by which an alert subscription user inter- extracting, from a repository file, the metadata corre-
face (UI) may be rendered to enable a selection of one sponding to the application of the second type;
or more Ul objects by a data system application of a in response to receiving the selection of the one or more
first type, wherein 30 UT objects, creating subscription data identifying the
the alert subscription Ul comprises a plurality of indicia one or more Ul objects;
pertaining to a plurality of Ul objects, creating one or more alert business processes correspond-
the plurality of UI objects correspond to elements of an ing to the application representation and the subscrip-
application user interface that a data system appli- tion data, wherein the alert business processes are
cation of a second type is configured to display 35 configured to
during operation, define data-change trigger events, and
the indicia pertaining to the plurality of Ul objects are generate data-change alerts in response to the data-
adapted to be presented as a hierarchical tree corre- change trigger events;
sponding to a hierarchical relationship of the plural- receiving a data change submission from a user of the
ity of Ul objects corresponding to elements of the 40 enterprise data system, at the enterprise data system;
application user interface displayed by the data sys- implementing, in the data storage system, a data change
tem application for the second type during operation; corresponding to the data change submission;
the alert subscription Ul is configured to enable the determining whether the data change corresponding to the
selection of the one or more Ul objects by marking data change submission affects at least one of the one
the indicia corresponding to the one or more Ul 45 or more Ul objects; and
objects, if the data change affects at least one of the one or more
the one or more Ul objects are selected from the UT objects, generating a data-change alert and submit-
plurality of UI objects, ting the data-change alert to be sent to the application
an enterprise data system includes a plurality of data of the first type, wherein
system applications of the second type, 50 the data-change alert comprises one or more data-
the enterprise data system comprises a data storage change values corresponding to at least one of the
system, one or more Ul objects, and
the application of the second type and the application of the data-change alert is configured to allow extraction
the first type are configured to access and use data of the one or more data-change values by the appli-
stored in the data storage system, 55 cation of the first type.

23. The non-transitory machine-readable medium of

claim 22, wherein selected levels in the hierarchical tree may
be expanded or collapsed in response to a user input.

24. The non-transitory machine-readable medium of
claim 22, wherein the application representation comprises
an XML tree, and execution of the instructions further
performs the method comprising:

generating Web-content based on the XML, tree; and

sending the Web-content to a browser operating on a

client machine that is linked in communication with the
data processing system to enable the hierarchical tree to
be rendered by the browser.

the first type are configured to share the data stored
in the data storage system,
the alert subscription Ul is configured to be presented
by the application of the first type, 60
data system applications of the second type are
designed with a capability to be updated in response
to data change events in the data storage system via
database triggers or existing middleware logic, and
data system applications of the first type are third-party 65
applications that require updating in response to data
change events but are not designed with a capability
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25. The non-transitory machine-readable medium of
claim 22, wherein the application representation comprises
an XML tree, and execution of the instructions further
performs the method comprising:

sending the XML tree to the application of the first type 5

to be rendered by that application to generate the alert
subscription Ul.
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